Given the root of a binary tree, the level of its root is 1, the level of its children is 2, and so on.

Return the **smallest** level x such that the sum of all the values of nodes at level x is **maximal**.

**Example 1:**

![](data:text/html; charset=UTF-8;base64,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)

Input: root = [1,7,0,7,-8,null,null]  
Output: 2  
Explanation:   
Level 1 sum = 1.  
Level 2 sum = 7 + 0 = 7.  
Level 3 sum = 7 + -8 = -1.  
So we return the level with the maximum sum which is level 2.

**Example 2:**

Input: root = [989,null,10250,98693,-89388,null,null,null,-32127]  
Output: 2

**Constraints:**

* The number of nodes in the tree is in the range [1, 104].
* -105 <= Node.val <= 105